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# 1 Introduction

## 1.1 Purpose of the Test Plan Document

This document states and tracks the appropriate information for effectively and thoroughly testing the open source Beets software . The goal of this test plan is to provide an effective means of communication between the developers and the quality assurance teams in regards to the testing schedule, scope, resources, and strategies. This document will also define quality and reliability goals for the Beets software in order to measure the amount of testing success that was achieved at the end of the testing phase. The test plan will define which areas of the software system will be tested, which areas will not be tested, and justification for both.

## 1.2 Audience of the Test Plan Document

Affected audience of this Test Plan document include:

* Beets Developers
* Quality Assurance Team
* Users of the Beets Software

## 1.3 Project Description

Beets is a music collection organizer which allows the user to catalog one’s music collection by improving areas such as the metadata of the music track by using the MusicBrainz database. It is a product that is meant to be used by experienced computer users comfortable with interfacing the Beets program with the command line of any operating system. In addition, some of the big features of the Beets program is the ability to embed or extract any album arts and the ability to view one’s music library through a web browser and play it on the browser itself. Beets is a powerful but simple to program to organize one’s music efficiently and quickly.

### 1.3.1 System Design

Basic system design:

![](data:image/jpeg;base64,/9j/4AAQSkZJRgABAgAAAQABAAD/2wBDAAgGBgcGBQgHBwcJCQgKDBQNDAsLDBkSEw8UHRofHh0aHBwgJC4nICIsIxwcKDcpLDAxNDQ0Hyc5PTgyPC4zNDL/2wBDAQkJCQwLDBgNDRgyIRwhMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjIyMjL/wAARCADaAaQDASIAAhEBAxEB/8QAHwAAAQUBAQEBAQEAAAAAAAAAAAECAwQFBgcICQoL/8QAtRAAAgEDAwIEAwUFBAQAAAF9AQIDAAQRBRIhMUEGE1FhByJxFDKBkaEII0KxwRVS0fAkM2JyggkKFhcYGRolJicoKSo0NTY3ODk6Q0RFRkdISUpTVFVWV1hZWmNkZWZnaGlqc3R1dnd4eXqDhIWGh4iJipKTlJWWl5iZmqKjpKWmp6ipqrKztLW2t7i5usLDxMXGx8jJytLT1NXW19jZ2uHi4+Tl5ufo6erx8vP09fb3+Pn6/8QAHwEAAwEBAQEBAQEBAQAAAAAAAAECAwQFBgcICQoL/8QAtREAAgECBAQDBAcFBAQAAQJ3AAECAxEEBSExBhJBUQdhcRMiMoEIFEKRobHBCSMzUvAVYnLRChYkNOEl8RcYGRomJygpKjU2Nzg5OkNERUZHSElKU1RVVldYWVpjZGVmZ2hpanN0dXZ3eHl6goOEhYaHiImKkpOUlZaXmJmaoqOkpaanqKmqsrO0tba3uLm6wsPExcbHyMnK0tPU1dbX2Nna4uPk5ebn6Onq8vP09fb3+Pn6/9oADAMBAAIRAxEAPwD3+iiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAK5bxFaJqHiTQ7G4kuBbyJcu6RXDxbiqpjJQgnGT+ddTXPar/yOfh//rld/wDoKUAH/CF6L/dvv/Blc/8AxyqD6F4bTW00hhqAuntmuRnUbnbsDKnXzOuWHFdhXn3j7wlqniC7uJLBY2WTS/so3Sbfn+0xSf8AoKNzQBujwjoJKgfbCWzjGp3HOOv/AC0oTwhoL52fbGxgnGp3B69P+WlcgPh/PZ6lcX9vYWUW3XftcDRhVaO08gqVXA4BY/dH1rB8P+B9W1LwjYzWNhZaaX0RIGZZiDfs0kcmJMLlflVlJOf9YQMigD0z/hEtA2B83ew9G/tO4wf/ACJ7GqdjonhbUvtRtJ7uUWs7W05/tG5ASRcZXl+eo5HFc/F4Bu7zWYLm70uwttKOqJdNpCsHihRbZ4y2AApLOVJAHYZzWbP8OdWXUbp4tMs3sjq11dmFJIlNxHKpEeQ8bKDGc4yDjzDjBFAHoB8IaCHCH7ZvP8P9p3Gf/RntTv8AhC9F/u33/gyuf/jlY3hTwW2ka9NqF/bxzSxWNpbWtxJIJpIyiOsgDbQf4gM4BIruqAOPGlWui+MdHSyku0S4huRKkl3LKrbQhHDsRxmuwrntV/5HPw//ANcrv/0FK6GgAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigArkvEb6hF4q8PnTbW1uZvLuvkubhoVxtTncqOc/hXW1z2q/8jn4f/wCuV3/6ClAC/bPF/wD0AtD/APBzN/8AItH2zxf/ANALQ/8Awczf/ItdBRQBz/2zxf8A9ALQ/wDwczf/ACLR9s8X/wDQC0P/AMHM3/yLXQUUAc/9s8X/APQC0P8A8HM3/wAi0fbPF/8A0AtD/wDBzN/8i10FFAHP/bPF/wD0AtD/APBzN/8AItH2zxf/ANALQ/8Awczf/ItdBRQBxhm1qXxtoY1Sw0+2QQ3Ww2t885Y4TOQ0SY/WuzrntV/5HPw//wBcrv8A9BSuhoAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACuSezn1jxbqsEmqajbQ2sNv5cdrN5a5YOSTxyeBXW1z2lf8AI5+IP+uVp/6C9AC/8It/1Htc/wDAz/61H/CLf9R7XP8AwM/+tXQVleIru+svD19Ppls9zfrE32eJBktIeF/AEgn2BoA55YdIfT72/TxdqzWtjK0NzKt7kROpwwPy9sirdno1pqH2j7J4m1mX7PM1vLtvPuSL1U/L1GRXnsng7xLoOkatpSWEN1BqmmhCbF3kH2iIj533AYLhm6ZyVHStCz0bX4PEl2bKx1W2nl8RTXDXJmK2r2bKc/LuxknGDtz0544AO9/4Rb/qPa5/4Gf/AFqP+EW/6j2uf+Bn/wBavOZ4fGlzoEEEdrrcN3baJHbPI0pBkuRcQ7mUhiSdgY7j1Gfetay0LXrPX/PVtWMMPiAJCJL2V0FkYSWJVmIK7z1OTmgDsP8AhFv+o9rn/gZ/9aj/AIRb/qPa5/4Gf/WroKKAPGvFus654c1+XT7DWr1oAquDPIHbJHPOOlFVfiZ/yOk//XKP/wBBooA9HtPFGo6hALmy8M301s7MI5PtFuu4AkZwXyOlWP7c1v8A6FK+/wDAu2/+OVyEN9ero/hHRbW+l0+HVLi4Se7hC+YoTe4RSwIBY8ZwTwcVrxa1faVLaaFZ38PiDULi5uUSa6lEPkJEFYxysitucblH3RnOT05ANj+3Nb/6FK+/8C7b/wCOUf25rf8A0KV9/wCBdt/8crkJPirK+mPqNpoyPawWlvdXAkutrjzZmhKrhCGwyk5OMj61bl+IWpRXIsf7GtDfLcXdu+LxvKBgiSUkN5eTkORjHUe/AB0n9ua3/wBClff+Bdt/8co/tzW/+hSvv/Au2/8AjlczbfEi6uLMTS6VawPc2Vte2aG8dt4mkMYVsR53DGcKGz0qGP4l6jdRXH2XQYXntLa7uLhZrp4lH2eQKwXMe7JzwCo564xQB1n9ua3/ANClff8AgXbf/HKP7c1v/oUr7/wLtv8A45XHa5471S/0q6fSLJbaGA6e01w1ziVTcGN8Km0hgFbackdTjpXTXOq30fxO0/SVnYWMulzzvDtGDIsiAHOM9Ce/egC3/bmt/wDQpX3/AIF23/xyj+3Nb/6FK+/8C7b/AOOVg3niy90/xJqNla2zXcsmp21lFHcXWyJPMtjJuGEJUZXkfNnJI9Kp/wDCzryQJDb+H3mvoop5rmCOR34imaEiMrGcklCcttA4BPNAHVf25rf/AEKV9/4F23/xyj+3Nb/6FK+/8C7b/wCOVQ8Tazc6fq/h2S3Miwy/apJoD8vmBLZ3VW9OQPpXJa78SNfj8PTSW+m21jdy6Zbalbyi583bHJKsZBBjxu+YeoweuRQB3n9ua3/0KV9/4F23/wAco/tzW/8AoUr7/wAC7b/45WBD8QLyXUbqH+w3e2tJ5rWaeFpGCTRRlmJPl7QhYbQd27kEgA1kSeLPEN3qmhajdpa6bpr6VPqj28V8cSKqxlRIxi4++BgdiTngAgHbf25rf/QpX3/gXbf/AByj+3Nb/wChSvv/AALtv/jlczafEi8u7g6cmkwjUnu4LaEPNLHEwkiaTcS8QcYCNxt54weakm+Il7BeLaDQTcTQ28U92lrK8+N8jJiNkjKtjaT8xXPTrnAB0uma7Nd6tJpt5pNzYTrALhfNkjcMu7b1Rjzn1rO8S3d1Z+KfD8tpp01/L5d0PJhkjRsYTnLsB+tXv+ah/wDcK/8AatJqv/I5+H/+uV3/AOgpQBH/AMJDr3/Ql6l/4F2v/wAdo/4SHXv+hL1L/wAC7X/47XS0UAc1/wAJDr3/AEJepf8AgXa//HaP+Eh17/oS9S/8C7X/AOO10tFAHNf8JDr3/Ql6l/4F2v8A8do/4SHXv+hL1L/wLtf/AI7XS0UAc1/wkOvf9CXqX/gXa/8Ax2j/AISHXv8AoS9S/wDAu1/+O10tFAHEjUtQvvG2iLeaFdaaFhuirTywvv4TgeW7Y/Gu2rntV/5HPw//ANcrv/0FK6GgAooooAKKKKACiiigAooooAKKKKACiiigAoork9P1fxNq1r9ss9P0hbZ5JFjEt5IHwrlcnEZGfloA6yuJOpahY+NtbWz0K61INDalmglhTZw/B8x1z+FavneMP+fHQ/8AwMm/+NVT8ONqDeKvEB1GK1juPLteLaRnXGH7soP6UAWP+Eh17/oS9S/8C7X/AOO0f8JDr3/Ql6l/4F2v/wAdrpaKAOa/4SHXv+hL1L/wLtf/AI7R/wAJDr3/AEJepf8AgXa//Ha6WigDmv8AhIde/wChL1L/AMC7X/47R/wkOvf9CXqX/gXa/wDx2ulooA5r/hIde/6EvUv/AALtf/jtH/CQ69/0Jepf+Bdr/wDHa6WigDwDx5e3l14pllutIuLKTy0HlSyxM2MdcqxH60VofEz/AJHSf/rlH/6DRQB3OhWWi6x4Gs7HVo7S5hDO3lSsPlYSNgjuCPUc1fbw74SbTLfTjZaeLS3cvDGCBsY5yQQc5OTk5571m+EvCnh288M2k91oGlTzyGQvJLZxszHzG6kjJrc/4Qvwr/0LOjf+AEX/AMTQBHLo3hia3lt3ttP8mWGKB0VlUGONiyLwegJJFObSvDj3RuWisjMZJZC/mDO6RAjnr3VQD9Kd/wAIX4V/6FnRv/ACL/4mj/hC/Cv/AELOjf8AgBF/8TQBBJoHhSaCOB7SxMUcEdvGu8fJHG25AOeMHkHrS2+heFrJZlt7axjWaKSGQK4AZJCC69ehIBNTf8IX4V/6FnRv/ACL/wCJo/4Qvwr/ANCzo3/gBF/8TQBUm8N+EbiWKSax093ijjjRiwyFj+53529j1qbVtE8Ma7cR3GqQWV1NEhRGeTlVJyRwfWpf+EL8K/8AQs6N/wCAEX/xNH/CF+Ff+hZ0b/wAi/8AiaAGW+j+GrZo2hiskMckcqESDh408tD16heKiufDvhO62efZadJsaRxkjq773zzyC3JB4qx/whfhX/oWdG/8AIv/AImj/hC/Cv8A0LOjf+AEX/xNAE93Fo1/JBJdNaytBvERaQfLuUo2Oe6kiqdxofhe4hEM1vYvGLVbIKzjHkqwZU69AQD+FS/8IX4V/wChZ0b/AMAIv/iaP+EL8K/9Czo3/gBF/wDE0AV4fD3hSG5NzHZ6esxTZ5gYdNgQ9+u0Yz1x3qxJpnh2aCK3kisniitGskVmBCwMFDJ16EKv5Uf8IX4V/wChZ0b/AMAIv/iaP+EL8K/9Czo3/gBF/wDE0AUx4Z8Ii2lt/sVgY5WRnUsCSyZ2tnOcjcRnrg4p7eHfCbi1D2OmsLRQkIwoCqG3AYzyN3POeST3qz/whfhX/oWdG/8AACL/AOJo/wCEL8K/9Czo3/gBF/8AE0AQRzRTfEEmKVJANK5KMDj97Tdfae08QaNqCWF3dQQLcJILaPeylgu3jPTg1X0/R9M0nx86abp9pZK+l5ZbaBYwx83qdoGa66gDn/8AhKf+oDrn/gH/APXo/wCEp/6gOuf+Af8A9eugooA5/wD4Sn/qA65/4B//AF6P+Ep/6gOuf+Af/wBeugooA5i08aQX1rHc22i63JDIMq4s+CPzqf8A4Sn/AKgOuf8AgH/9epvC1lcab4YsLO6j8u4ij2um4HBye44raoA5/wD4Sn/qA65/4B//AF6P+Ep/6gOuf+Af/wBeugooA5JLyfWPFulTx6XqNtDaw3HmSXUPlrlggAHPJ4NdbRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRSHpxxQAtc/4K/5FW2/66z/APo56s6HDq0Fiw1q4t57ppWYNACFCnkLyB05Ge4Aqt4K/wCRVtv+us//AKOegDoK4iTXk0fxxraNpuqXfmQ2pzZWjTBcB+pHSu3rntK/5HPxB/1ytP8A0F6AIP8AhNo/+he8Sf8Agsej/hNo/wDoXvEn/gseuoooA5f/AITaP/oXvEn/AILHo/4TaP8A6F7xJ/4LHrqKKAOX/wCE2j/6F7xJ/wCCx6P+E2j/AOhe8Sf+Cx66iigDl/8AhNo/+he8Sf8Agsej/hNo/wDoXvEn/gseuoooA+ffHmqLqfima4Fjf2w8tF2XNsyPwOuPSitP4mf8jpP/ANco/wD0GigD0/wR/wAihY/9tP8A0Y1dBXAeFfCGkX3hy1upxf8AmyGQt5epXMa58xuirIAPwFbX/CCaF/d1L/wbXX/xygDpaK5r/hBNC/u6l/4Nrr/45R/wgmhf3dS/8G11/wDHKAOlormv+EE0L+7qX/g2uv8A45R/wgmhf3dS/wDBtdf/ABygDpaK5r/hBNC/u6l/4Nrr/wCOUf8ACCaF/d1L/wAG11/8coA6Wiua/wCEE0L+7qX/AINrr/45R/wgmhf3dS/8G11/8coA6Wiua/4QTQv7upf+Da6/+OUf8IJoX93Uv/Btdf8AxygDpaK5r/hBNC/u6l/4Nrr/AOOUf8IJoX93Uv8AwbXX/wAcoA6Wiua/4QTQv7upf+Da6/8AjlH/AAgmhf3dS/8ABtdf/HKAJf8Amof/AHCv/atdBXG6Xodno3j10shcBX0vLefdSzHPm9jIzY/CuyoAKKKKACiiigDF8LXtxqXhiwvLqTzLiWPc77QMnJ7Ditqs3Q/7O/sa1/sn/jw2fufvdMn+9z1z1rSoAr3jMllO6khliYgjscVyOheHdPufC2m6hfX+s+ZLZxTTStrl4oyUBYn96AOSa62+/wCQdc/9cn/ka4b/AIQ//hJfCfhm5S+Mctpp8Jjt7iMT2kpMa/6yI43fXIIoA1z4e0BbWG5bVtUFvPt8qU+IbzZJu+7tPnYOcjGOtN1PQNC0exe9vL7XI7dGRGYa3fNgswReBLnqwqofBV2uuWeuLcWUl4scKTWlxB5tvDtChvsx4aLoSOvOM1xB8AeJZre/J0iKOS5sxHJCk0apJKLuKXqCWIKB/mcluo44FAHp3/CG6Z/z9a5/4Pb3/wCPVUj8P6BLqU2npqOstdwxrJLENevSUViQpP73jO0/lXEaj4E1e6imlttGNpbvePLb6bFNBKluDCqFjHIPLbcwJ+VgV6jJJwt34B1q4lv3m0m1kmvtM06F5YZVCpJDInmoNx3YKqMH/ZAoA9B/4Q3TP+frXP8Awe3v/wAeqpqOgaBpFhLfX2o61BaxYLyNrt7gZIA/5a9yQPxrmNW8Gaj/AMJna3enaTbwWFpe2ckEsBjX9ymPMBydwxlvlXapHJyazL3wDqt34UvtNfw3avqoiw2otdqTev8AaFfO0+qhvmfBGcDgmgDvU8OaA/nFNU1Zvs5ImI8QXh8sjkhv33H41JB4V0e5gSaC/wBZlicZSSPX71lYeoIm5rJXwTNd6tBrDG2014EHkWljCIy2AMJcSAkyLxtKgAYFXvDHg46BqF1qD3imW5XD2lnELe0j6HKxAn5uMbic4J9aAMi7n8GWV9JaT6tr4MMogmmXVdRaGGQ9FeUSbFP1PHfFdH/whumf8/Wuf+D29/8Aj1cNreh+LrTQ9e8O6fosF9Yajc3M5vPPTeI5TuxtJB3ryBwQfl5FPbwv4maRrOCy8qI68+px3zTpmNHhZV+TOdylufpxmgDtv+EN0z/n61z/AMHt7/8AHqP+EN0z/n61z/we3v8A8erz2y8AazJojWc+nPCztYpdIbmLZcGOZWlkwgBJ27vmY7jnGOK0Y9Iif4ppoummEaLa+TqtzBFwLeeNDFHHgcDOY3x/sUAdV4dg+w67rlhHcXktvCYGjW6u5ZypZCThpGY446ZxXUVz+kf8jf4j/wC3b/0Wa6CgArn/AAV/yKtt/wBdZ/8A0c9dBXP+Cv8AkVbb/rrP/wCjnoA6CuPOq2ui+MdYe9ju0S4htjE8dpLKrbQ4PKKRxmuwooA57/hNNF/vX3/gtuf/AI3R/wAJpov96+/8Ftz/APG66GigDnv+E00X+9ff+C25/wDjdQ3Pj7w9ZW73F1c3UMKfekk0+4VV5xySldPXNzoNa8UNZzgfZNLRJjC4/wBdLIGCsR3RQGx6sT3SgB48a6IRkPff+C25/wDjdH/CaaL/AHr7/wAFtz/8bpfDrtaT3uhFmkj04p5Emc/uXBKIx/vLgjHXbsJ+9XQUAc9/wmmi/wB6+/8ABbc//G6P+E00X+9ff+C25/8AjddDRQB4n4whutf8Rz32mWd/NbFEUP8AYpV5CjPDJmivbKKAOf8ABH/IoWP/AG0/9GNXQVzUXg+C2j8q11fV7eLcWWKK7wqZJOBx0yal/wCEW/6j2uf+Bn/1qAOgorn/APhFv+o9rn/gZ/8AWo/4Rb/qPa5/4Gf/AFqAOgorn/8AhFv+o9rn/gZ/9aj/AIRb/qPa5/4Gf/WoA6Ciuf8A+EW/6j2uf+Bn/wBaj/hFv+o9rn/gZ/8AWoA6CiuH0jRZ7vU9egk1/WylnfrBFi76KbaCTnj+9I1bH/CLf9R7XP8AwM/+tQB0FFc//wAIt/1Htc/8DP8A61H/AAi3/Ue1z/wM/wDrUAdBRXP/APCLf9R7XP8AwM/+tR/wi3/Ue1z/AMDP/rUAdBRXP/8ACLf9R7XP/Az/AOtR/wAIt/1Htc/8DP8A61AB/wA1D/7hX/tWugrG0zw9BpuoSXxvL26uXiEO+6m37UznA4HetmgAooooAKKKKAMXwtZXGm+GLCzuo/LuIo9rpuBwcnuOK2qxfC17cal4YsLy6k8y4lj3O+0DJyew4raoArX3/IOuv+uT/wAjXI+GLrxSvhPRxDo2jPELGDYz6tKrFdgwSBbHB9sn6muuvv8AkHXP/XJ/5Gs/wn/yJuh/9g+3/wDRa0AQfbPF/wD0AtD/APBzN/8AItH2zxf/ANALQ/8Awczf/ItdBRQBz/2zxf8A9ALQ/wDwczf/ACLR9s8X/wDQC0P/AMHM3/yLXQUUAc/9s8X/APQC0P8A8HM3/wAi0fbPF/8A0AtD/wDBzN/8i10FFAHP/bPF/wD0AtD/APBzN/8AItH2zxf/ANALQ/8Awczf/ItdBRQBz/2zxf8A9ALQ/wDwczf/ACLR9s8X/wDQC0P/AMHM3/yLXQUUAc/9s8X/APQC0P8A8HM3/wAi0fbPF/8A0AtD/wDBzN/8i10FFAHKeGX1CTxL4hbUba2t5s23yW9w0y48s/xMiH9K6uuf0j/kb/Ef/bt/6LNdBQAVz/gr/kVbb/rrP/6Oeugrn/BX/Iq23/XWf/0c9AHQUUUUAFQSzxQlPNlSMyOETewG5j0A9T7VPXO+JNNF1d6Lcpamae21CMhwpYxoc7j7DgZNAHRVzHix5dJtx4js4hJc2KFJYi20TwsRlCexBwwPsR/Ea6eue8b/APIl6p/1y/8AZhQBd0XTG0zTxFNIJrqZzNdTAY82VvvH6dAB2UAdq1KKKACiiigAooooAKKKKACiiigAooooAKKKKAMmfTZYxeSaVPFZXV3Os080kRmDsEWP7u4Y+VEHBxx0yTSWFprkNzvv9WtbqDaR5cdkYjnsd3mN/KteigDDurHxFJdSPba3ZwwFspG+nlyo9C3mDP5CrU9vqrabHDDqEEd4Mb7hrXcreuE3jH5mtKigDIsLTXIbnff6ta3UG0jy47IxHPY7vMb+VRXVj4ikupHttbs4YC2UjfTy5UehbzBn8hW5RQBmz2+qtpscMOoQR3gxvuGtdyt64TeMfmai8M6hNq/hXR9SuAgnvLGG4kCDChnQMcD0ya16zNB1P+2vD+m6r5Pk/brWK58rdu2b0Dbc4GcZxnAoA06KKKACiiigAooooAzdD/s7+xrX+yf+PDZ+5+90yf73PXPWtKsXwtZXGm+GLCzuo/LuIo9rpuBwcnuOK2qAK1//AMg66/64v/I1yPhnXdSj8KaPGnhPWZVWxgAkSWzCuAg5GZwcH3APtXXX3/IOuf8Ark/8jWf4T/5E3Q/+wfb/APotaAIP+Eh1T/oTNc/7/WX/AMkUf8JDqn/Qma5/3+sv/kiugooA5/8A4SHVP+hM1z/v9Zf/ACRR/wAJDqn/AEJmuf8Af6y/+SK6CigDn/8AhIdU/wChM1z/AL/WX/yRR/wkOqf9CZrn/f6y/wDkiugooA5//hIdU/6EzXP+/wBZf/JFH/CQ6p/0Jmuf9/rL/wCSK6CigDn/APhIdU/6EzXP+/1l/wDJFH/CQ6p/0Jmuf9/rL/5IroKKAOf/AOEh1T/oTNc/7/WX/wAkUf8ACQ6p/wBCZrn/AH+sv/kiugooA5Pw1dTXfibxDLNp9zYvm2HlXLRlv9Wef3bsv611lc/pH/I3+I/+3b/0Wa6CgArn/BX/ACKtt/11n/8ARz10Fc/4K/5FW2/66z/+jnoA6CiiigAooooAK57xv/yJeqf9cv8A2YV0Nc943/5EvVP+uX/swoA6GiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigArM0HTP7F8P6bpXned9htYrbzdu3fsQLuxk4zjOMmtOuf8AAn/JPfDX/YKtf/RS0AdBRRRQAUUUUAFFFFAGL4WvbjUvDFheXUnmXEse532gZOT2HFbVZuh/2d/Y1r/ZP/Hhs/c/e6ZP97nrnrWlQBXvEaSynRBlmjYAepxXKeH/ABFHp/hvS7K40nW1mt7SKKRRpkxwyoAeQvPIrs6KAOf/AOEutf8AoF65/wCCqf8A+Jo/4S61/wCgXrn/AIKp/wD4mugooA5//hLrX/oF65/4Kp//AImj/hLrX/oF65/4Kp//AImugooA5/8A4S61/wCgXrn/AIKp/wD4moJPGmnwPCkthrKNM/lxBtMmBdsFsD5eThSfwNdPWJrdpcXWoaBJBGXS21EzTEEfIn2eZc/99Mo/GgCL/hLrX/oF65/4Kp//AImj/hLrX/oF65/4Kp//AImugooA5/8A4S61/wCgXrn/AIKp/wD4mj/hLrX/AKBeuf8Agqn/APia6CigDn/+Eutf+gXrn/gqn/8AiaP+Eutf+gXrn/gqn/8Aia6CigDmfDssl5rmt6gLS7ggnaBY/tUDRM21MHCsAcc9a6aiigArn/BX/Iq23/XWf/0c9dBXP+Cv+RVtv+us/wD6OegDoKKKKACiiigArnvG/wDyJeqf9cv/AGYV0Nc943/5EvVP+uX/ALMKAOhooooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigAooooAKzNB1P8Atrw/puq+T5P261iufK3btm9A23OBnGcZwK06zNB0z+xfD+m6V53nfYbWK283bt37EC7sZOM4zjJoA06KKKACiiigAooooAxfC1lcab4YsLO6j8u4ij2um4HBye44rarF8LXtxqXhiwvLqTzLiWPc77QMnJ7DitqgAooooAKKKKACiiigArF1m+ntNQ0KKFgqXV+YJcgHKeRK+Pb5kX8q2qzNRTT2u9La9JEy3ebTrzL5Ugxx/sGTrx+lAGnRRRQAUUUUAFFFFABRRRQAVz/gr/kVbb/rrP8A+jnroK5/wV/yKtt/11n/APRz0AdBRRRQAUUVk65Dq09rEujXEEE4mVpHmBIKDkgYB5OAPoTQBrVz3jf/AJEvVP8Arl/7MK6Gue8b/wDIl6p/1y/9mFAHQ0UUUAFFFFABRRRQAUUUUAFFFFAHGWuh6drXiTxHJqELXDQ3kUUWZXARfs0LYABAAyxP4mtP/hCPD3/QP/8AI0n/AMVSaB/yMPir/sIRf+kkFdDQBz//AAhHh7/oH/8AkaT/AOKo/wCEI8Pf9A//AMjSf/FV0FFAHP8A/CEeHv8AoH/+RpP/AIqj/hCPD3/QP/8AI0n/AMVXQUUAc/8A8IR4e/6B/wD5Gk/+Ko/4Qjw9/wBA/wD8jSf/ABVdBRQBwWpaCNJ8T6P/AMI+TZ3Dx3DMrSu0c+0IQjgk8HJ5HIOD2xXXaZqMWqWgmjDRurGOaF/vxSDqje4/IggjIINYXiTUrDSfFOgXepX1tZ2wS6TzbmVY03FUwMsQM8Gs/UvF/hiyvP7Z0/xLokkwAW6tk1CHNzGO4+b/AFi87fUZU9QVAO8rn/An/JPfDX/YKtf/AEUtXtO1jT9UAayukmVo0mUrkbo3GVYZ6g+o7gjqDVbS9ft9Q0HRtSnX7O+qQwyRQAlzukQPtGBk4BOTgcAk4FAG3WAs02uTaxYi6uLA2F8kCzWrLvcGCKXncpHWUjp2Falxe29tc28M0mx52Kx5U4ZgM4z0zjOB1ODjoap28NnpEutX73YCXFyLm4LkAQkQRR4/75jVuf71ABp2jTWFx50mtaneLtK+VctGV+vyoDn8aparpjQLcX8viLW4IM7jHbrG4QE9FURMxHPvWvPfwW1gb6dmjtwodmaNgVU45YYyoGecjgZJxg1m3FzL/wAJxpMCSv8AZ5dNvZGjDHYzLLahWI6EgM2D/tH1oApx6tYarBbaXbavrMVxkAXIs3jd8A/eZ4tgz9BTEvbPQNTdL3XNcu3VMGKW0aWPnBBzHCOfxro7S9gvkd7aUyIjmMuAcFhwcHocHjI4yCOxq3QBi6fe6TYeHUnslnj06AFVUwSlwM4+4RvPPtSWfinSr67jtbdrwyyHC77GdB0zyzIAPxNbdFAGNfeJtM027a1uWuhKoBPl2c0g5GfvKhH61OmtWT6UdSDT/Zh1JtpA/XH3Nu7r7VpUUAYln4p0q+u47W3a8Mshwu+xnQdM8syAD8TTr7xNpmm3bWty10JVAJ8uzmkHIz95UI/WtmigDNTWrJ9KOpBp/sw6k20gfrj7m3d19qrWfinSr67jtbdrwyyHC77GdB0zyzIAPxNbdFAGNfeJtM027a1uWuhKoBPl2c0g5GfvKhH61UvX/tybw9e2EcslvDqLSys8bRlVEEyZKuAfvMo6d66SigAooooAKKKKACiiigAooooAK5/wV/yKtt/11n/9HPXQVz/gr/kVbb/rrP8A+jnoA6CiiigAooooAK57xv8A8iXqn/XL/wBmFdDXPeN/+RL1T/rl/wCzCgDoaKKKACiiigAooooAKKKKACiiigDntA/5GHxV/wBhCL/0kgrL0/xncXsFxcvbWEcUVvJNIi3xaW02qTi4j2Bl6YO0Ng9j1rU0IZ1/xUDnnUIuhx/y6QVRu/B9zqMCwahqyzrDBNBbzfZQJ/3kbR5kfcd+FcnAC5IBPSgDTi8U6RJcfZzdMr73jLtDIsQdVLsvmFQuQoJ69BmqsvjTTTLBFbGR3eSESCeGSDZHJu2yfOoyPlPT0pk3hJX0ye1M5mV7ie4KY2b/ADIHi2bucffzuwenSsm38Maprd/Jc6400Q8q2jAdYwziMylhhHbr5g+bPXPygYoA2pfGWlLbLLCbmYmSBQgtZlZklcIJFBTLLyeRkE4GckVPJ4u0SEyeZdsqxhj5jQSBH2sFbY23D4JGdpNZFh4Dj023dbWeyhnAgWKWGwVP9VIsmZMNlySgBwVHoAafceCGurKCxk1L/Q7Rna0QW/zIWP8AE275sKWUYC9ecmgDo9P1S11NJmtWkPkyeVKssLxMjbQ2CrgEcMp6dCKv1StLL7LdX82/d9rnE2MY24jRMe/3M/jV2gAooooA810Kx8SXvhXS5LK30mKSBC1rdNdSCRQWOQyiMgqccrnB9iARa8M6D4t0HTrOGaDRbu5trWO1SZruVQkSKFCqPK4ztBJ6k9eAoG/4I/5EvS/+uX/sxrktB8QvJ8L9YmudSFxqMS6iVSa5PmEI0u0cMGAAA6EEAcEUAdJew+J7+0ktrnTNDkikHK/bZh7ggiLIIOCCOQRkVh6X4a8Y2mpXd1fNpF8st0tzHHJcyKA6xRxB3xF8zARKR0AJJxnGMmLxXqum6vqk8d3ZzQrNpiGxnZ2lcTRRKfJO7g5YnkNnnPvpJ4019tEtL6RtLWa/vJoLWFLeRjsiaQMTmRVJOxTyygDPXsAdT5vi8jBsND/8DJf/AI1XPvoHitX8qGDRIrLDKsa3UvmRRsQXijk8rKRsVUkDpjAIG3bQ07xv4p120kuNLtNMDQ6NFqDQyRyO0sjGUbFKvwCY+OvXv1rqPB/iWTxXb3mpwrGNLMqx2ZCkO4CDeWOcEbyVGAPumgB8P/CVW8KQw6boMcUahURLuUBQOAAPK4FRXmr+I9MW3nv9P0o2z3dvbv5F3IXHmzJECAYwDguD17V1Vc94y/5Alt/2FdN/9LYaAOhorzfxX8ZvDHhfUlsQ8mozh9s4syGEI75JOC3+yPQ5IrstB8RaV4l05b/SL6K6gPBKHlD6MOqn2NAGtRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUUUUAFc/4K/wCRVtv+us//AKOeugrn/BX/ACKtt/11n/8ARz0AdBXN3Gq61Nrt3p+l2WnutpHEzyXVw6Fi+44AVG4G31rpK57Sv+Rz8Qf9crT/ANBegA87xh/z46H/AOBk3/xqjzvGH/Pjof8A4GTf/Gq6GigDnvO8Yf8APjof/gZN/wDGqoa3ZeLtX0a60/7LocYnTbv+1ynHOf8AnlWb8QtR1HT9Y0ZtPu5IJPsepSADJVnS33KSucNg8jNYukePtcWy023P2K7aCyspLmWQ7GuPOOOHaQBWAGCcNucEYHSgDu/O8Yf8+Oh/+Bk3/wAao87xh/z46H/4GTf/ABquPbx14ja5gSNNKVLqXUo4t0EjFBaMeW/eDduAIwMYPOT0rv8AQL99W8O6ZqMqKkl3aRTuq9FLoGIHtzQBQ87xh/z46H/4GTf/ABqjzvGH/Pjof/gZN/8AGq6GigDzvVfiHeeH9Qew1bSbV7lQGDW12xXaRkfejznrRXKfEz/kdJ/+uUf/AKDRQB7fRRRQAUUUUAc9oH/Iw+Kv+whF/wCkkFdDXPaB/wAjD4q/7CEX/pJBXQ0AFFFFABRRRQAUUUUAFFFFAHB+EvGHhiz8K6fbXfiPR4J4oyskUt9ErIdx4ILZBqZdV+GaTGZdQ8JLK24M4mtgTuBDZOe4JB9c1q+CP+RL0v8A65f+zGuhoA47/hIfh79qS6/tjwx9pjIKTfabfeuAAMHORgAD6CnSeI/h/LbR20mteGXt438xImurcqrZJ3AZwDkk59zXX0UAca/iHwOltLDZeKNC095IxH51re2yOigkgDORwSeoPU0aH4h8C6BotrpVj4o0Vba2Tam7UoSTySSfm6kkk/WuyooA5/8A4Tvwh/0Neh/+DGH/AOKrnPGeveGPE3h0aLbeIdOuJL6+sofKs76NpSpuotxUAk5Ayc44xmvQ65T4hX8OmeEW1C43eRa39hNJtGTtW7hY4Hc4FAHgviz4E+ItK1FF0JDqtlM+1GBCyRZ6BwTjH+0OOOcV6V8P/gzB4XgkutU1K8l1CZNrJY3cttGg4ON0bKzHjuQPbvXnfiv4+eINR1FP+EeA0yxhfKh0V5Jcf385AH+yPzNej+A/jTYeJoTa6paTWupRJuY28Ek0cg4yQFBZevQ8e/agDt/+EN0z/n61z/we3v8A8eo/4Q3TP+frXP8Awe3v/wAeo/4TTRf719/4Lbn/AON0yLxxoNxEssU148bDKuunXBBHqD5dAD/+EN0z/n61z/we3v8A8eo/4Q3TP+frXP8Awe3v/wAeo/4TTRf719/4Lbn/AON0f8Jpov8Aevv/AAW3P/xugA/4Q3TP+frXP/B7e/8Ax6j/AIQ3TP8An61z/wAHt7/8eo/4TTRf719/4Lbn/wCN0f8ACaaL/evv/Bbc/wDxugA/4Q3TP+frXP8Awe3v/wAeo/4Q3TP+frXP/B7e/wDx6j/hNNF/vX3/AILbn/43R/wmmi/3r7/wW3P/AMboAP8AhDdM/wCfrXP/AAe3v/x6j/hDdM/5+tc/8Ht7/wDHqP8AhNNF/vX3/gtuf/jdH/CaaL/evv8AwW3P/wAboAP+EN0z/n61z/we3v8A8eo/4Q3TP+frXP8Awe3v/wAeo/4TTRf719/4Lbn/AON0f8Jpov8Aevv/AAW3P/xugA/4Q3TP+frXP/B7e/8Ax6j/AIQ3TP8An61z/wAHt7/8eo/4TTRf719/4Lbn/wCN0f8ACaaL/evv/Bbc/wDxugA/4Q3TP+frXP8Awe3v/wAeo/4Q3TP+frXP/B7e/wDx6j/hNNF/vX3/AILbn/43R/wmmi/3r7/wW3P/AMboAP8AhDdM/wCfrXP/AAe3v/x6tTTtOttJsI7GzV0t4gdqs7OeSSSWYkkkknJNZf8Awmmi/wB6+/8ABbc//G6P+E00X+9ff+C25/8AjdAHQ1xg8QaNovjbXE1TV7CxeSG1KLdXCRFgA+cbiM1pf8Jpov8Aevv/AAW3P/xuqnhvUrbU/FfiCe1Mpj8u1H72F4jnD9nANAFz/hO/CH/Q16H/AODGH/4qj/hO/CH/AENeh/8Agxh/+KroKKAOWm8XeB55Y5ZvEXh6R4wwRmvYCVDDDYJbjI4PrVaPXfh1E9u6at4WRrb/AFBW4twYuc/Lz8vJJ49a7KigDkv+En8AAof7b8NZQuVP2uD5S/38c8bu/r3qxD408GW8KQw+JtBjijUKiJfwgKBwAAG4FdLRQBz/APwnfhD/AKGvQ/8AwYw//FUf8J34Q/6GvQ//AAYw/wDxVdBRQB4F491fTNU8Vz3On6lY3UHlovmQ3KuuQORkNiir3xM/5HSf/rlH/wCg0UAe30UUUAFFFFAGJe+FdD1C8lvLmwV7iYgySB2UsQAozgjsAPwqL/hCPD3/AED/APyNJ/8AFV0FFAHP/wDCEeHv+gf/AORpP/iqP+EI8Pf9A/8A8jSf/FV0FFAHP/8ACEeHv+gf/wCRpP8A4qj/AIQjw9/0D/8AyNJ/8VXQUUAc/wD8IR4e/wCgf/5Gk/8AiqP+EI8Pf9A//wAjSf8AxVdBRQBwfinwtolhpEM0NqYm/tCyjZxPIPke6iRx97oVZgfrWn/wi/hL/njB/wCBb/8AxVP8bwRXHh2OCeJJYZdS09JI3UMrqbyEEEHqCOMVZ/4Qvwr/ANCzo3/gBF/8TQBcs20vT7OGztJraK3hUJHGsgwoH41Y+32n/P1B/wB/BWX/AMIX4V/6FnRv/ACL/wCJo/4Qvwr/ANCzo3/gBF/8TQBqfb7T/n6g/wC/go+32n/P1B/38FZf/CF+Ff8AoWdG/wDACL/4mj/hC/Cv/Qs6N/4ARf8AxNAGp9vtP+fqD/v4KPt9p/z9Qf8AfwVl/wDCF+Ff+hZ0b/wAi/8AiaP+EL8K/wDQs6N/4ARf/E0Aan2+0/5+oP8Av4KwfF13by6NbJHPE7HVdOwquCT/AKbDVr/hC/Cv/Qs6N/4ARf8AxNYviXwxoGnafZ3djoemW1ymqafsmhtI0dc3cIOGAyMgkfjQBkeLPgl4a8S6jHf2+/SpjIGuRbKNsy9/lPCt7jjrkGu08PeGdH8K6aLDR7JLaHqxHLSH1ZjyT/kVtUUAV7u1gvbWS2uYxJBINro3Rh6H2rL8IW01n4P0m2uImhmitY0eNxgqQOhHapJdZWPxPb6MLScmaCSf7QRtjGwqNoz94/OOnA+tbFABRRRQAUUUUAFFFFABRRRQAUUUUAFFFFABRRRQAUVkalqk1jqGn20enXd0t3KUkmhA2QLj7zZPqV/DPpg69ABXNWFxBB4014Syxxkw2mN7AZ4eulrjl0LSdX8a64+p6VY3rRw2oQ3NukhUEPnG4HFAHUfb7T/n6g/7+Cj7faf8/UH/AH8FZf8AwhfhX/oWdG/8AIv/AImj/hC/Cv8A0LOjf+AEX/xNAGp9vtP+fqD/AL+Cj7faf8/UH/fwVl/8IX4V/wChZ0b/AMAIv/iaP+EL8K/9Czo3/gBF/wDE0Aan2+0/5+oP+/go+32n/P1B/wB/BWX/AMIX4V/6FnRv/ACL/wCJo/4Qvwr/ANCzo3/gBF/8TQBqfb7T/n6g/wC/go+32n/P1B/38FZf/CF+Ff8AoWdG/wDACL/4mj/hC/Cv/Qs6N/4ARf8AxNAHlHxJnik8ZTskqMvlR8q3H3aKr+P9MsNM8VzW9hp9nbQeWjeXFAqrkjk4AxRQB75RRRQAUUUUAFFFFABRRRQAUUUUAFFFFAHPeMv+QJbf9hXTf/S2GuhrnPGyJL4SvVkVXUeW2GGRkSIQfqCM15FQB9AUV8/0UAfQFFfP9FAH0BRXz/RQB9AVz3jL/kCW3/YV03/0thryCr+hRpJ4g0tZEVh9rjbDDPIdCD+B5oA9xooooAzbjTfP1yx1Lzdv2WGaLy9ud3mFDnOeMbP1rSoooAKKKKACiiigAooooAKKKKACiiigAooooAKKKKACiiigArntK/5HPxB/1ytP/QXroa8n+IEaL4mRwih3totzAct8zdfWgD1iivn+igD6Aor5/ooA+gKK+f6KAPoCivn+igDR+Jn/ACOk/wD1yj/9Bora8NafZXGnSSTWkEjmX7zxgn7q9yKKAP/Z)

*Library*

Singleton object responsible for adding, loading, storing, removing and moving items

*Item*

Object to represent a song or track.

*Album*

Object to represent a collection of items.

*Query*

Abstract base class for defining the criterion that matches items or albums in the database. Each subclass extending Query must implement the clause() and match(item) methods.

*Importer*

Object responsible for adding music to the library by finding it in the local filesystem.

*Command Line Interface*

Module for holding interactions with the user through the terminal.

### 1.3.2 Current State of the Project

The Beets project could be found at <http://beets.radbox.org/>.

The latest release of the project is a candidate release version *1.0rc1* releasedon 12/17/2012 (<http://beets.readthedocs.org/en/1.0rc1/changelog.html>) with numerous plugins. This release version is feature complete and currently the only activity is bug fixing prior to the official release. The main developer and customer identified for the Beets project is Adrian Sampson ([adrian@radbox.org](mailto:adrian@radbox.org)).

The Beets project currently has 26 active developers and/or committers. The most recent commit to the open-source project was dated at 12/19/2012 (as of 12/20). Many unit tests exist, stated to have 60% coverage, but certain areas have fallen behind. As of 12/20/2012 the Beets projects currently has 92 reported bugs majority with a medium priority, low priority following, and high priority bugs being the least.

Active Committers (<https://github.com/sampsyo/beets/graphs/contributors>)

Commits (<https://github.com/sampsyo/beets/graphs/commit-activity>)

Code Frequency (<https://github.com/sampsyo/beets/graphs/code-frequency>)

Punch Card (<https://github.com/sampsyo/beets/graphs/punch-card>)

Bugs (<http://code.google.com/p/beets/issues/list>)

Testing Comments (<https://github.com/sampsyo/beets/wiki/Testing>)

Beets currently has no formal requirement documentation.

## 1.4 Technologies

### 1.4.1 System Technologies

Beets can be deployed on Mac OS X, Windows, and Linux machines. Beets is slolely written in Python (<http://www.python.org/>), compatible with Python version 2.6 and above.

Beets currently uses Python nose (<https://nose.readthedocs.org/en/latest/>) for unit testing and coverage.py (<http://nedbatchelder.com/code/coverage/>) for coverage testing. Beets uses google code issue tracking (<http://code.google.com/p/beets/issues/list>) for bug tracking.

Beets depends on MusicBrainz (<http://musicbrainz.org/>) as the main library from which album, artist, track, etc information is imported from. MusicBrainz is an open music encyclopedia that collects music metadata and makes it available to the public.

Beets utilizes Sqlite (<http://www.sqlite.org/>) for its library in order to create, read, update and delete the metadata associated with each track.

Beets uses Mercurial (<http://mercurial.selenic.com/>) for Version Control. Check out is found here <http://code.google.com/p/beets/source/checkout>.

Beets uses several wiki sites:

<https://github.com/sampsyo/beets/wiki>

<http://code.google.com/p/beets/>

<http://beets.readthedocs.org/en/1.0rc1/changelog.html>

### 1.4.2 Testing Environment

The Integrated Development Environment being used to test Beets is Eclipse (<http://www.eclipse.org/>). The Pydev eclipse plugin (<http://pydev.org/>) will is used for compiling the source files of the software. Testing frameworks that will be used are Python nose, currently used by Beets.

# 

# 

# 2 User Acceptance Testing

## 2.1 Risks / Issues

As acceptance testing is typically the last testing strategy, the order of the testing process is of most concern. The order in which testing phases will be completed will depend on the schedule of other testers. There may be multiple test phases occurring simultaneously.

## 2.2 Environmental / Training Needs

Acceptance testing is considered a black box testing approach. Testing will need to be carried out in an environment that is identical to the real-world and from the customer’s point of view. Since this testing phase tests the functionality, opposed to the technicality of the product, an independent test team can be used to go through the test cases. Those testers would require basic training to understand the purpose of the testing.

## 2.3 Items to be Tested / Not Tested

|  |  |  |  |
| --- | --- | --- | --- |
| **Item to Test** | **Test Description** | **Test Date** | **Responsibility** |
| **Loading Data** | **Data (music files) will be loaded into the system.** | **12.24.12**  **to**  **01.07.13** | **Jenny** |
| **Cleaning Metadata** | **Follow the steps in the product documentation to use the feature to clean up metadata.** | **12.24.12**  **to**  **01.07.13** | **Jenny** |
| **Library Management** | **Follow the steps in the product documentation to use the feature to manage the music library.** | **12.24.12**  **to**  **01.07.13** | **Jenny** |
| **Music Playback** | **Follow the steps in the product documentation to use the feature to playback music using the GUI interface.** | **12.24.12**  **to**  **01.07.13** | **Jenny** |

## 2.4 Test Approach

The purpose of acceptance testing is to allow end users to test the program before accepting the product as complete. Thus, acceptance testing is typically the final step in the development cycle after other testing strategies: unit testing, integration testing, and system testing, have been completed. To ensure that this testing phase is effective to the customer, a wide range of test cases will be provided to test against the product’s requirements/specifications. Those test cases will be written based on use cases defined during the requirements stage. For each test case, the steps required to be taken have to be precise.

## 2.5 Entry / Exit Criteria

Acceptance testing typically begins as soon as unit testing, integration testing, and system testing have been completed. Due to the undetermined nature of this project, the order may not be followed as strictly. Testing may begin as soon as all the test cases have been written and finalized. Testing will end once all test cases have been gone through by at least two individuals or groups of people.

## 2.6 Pass / Fail Criteria

A test case will pass if it meets all the criteria listed in the expected outcome. If the actual results do not match completely and is a minor issue, i.e. spelling error, it may be marked as neutral. Otherwise, the test case will fail if the criteria is not implemented, or is implemented incorrectly. Explanations will be needed for neutral and failed test cases.

## 2.7 Deliverables

The user acceptance test document will contain all of the test cases with the associated user story, preconditions, description in steps, expected outcome, and actual outcome (pass/fail/neutral). Any bugs encountered may be expanded to include the steps to replicate the bug in a separate section of the document.

# 
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# 3 Load & Stress Testing

## 3.1 Risks / Issues

Both load and stress testing require high amount of resources that require time, money, and effort to obtain. Planning the tests would require understanding of product requirements and the goal of the load and stress testing process.

## 3.2 Environmental / Training Needs

The environment used during the testing process must be a controlled environment since resources have to be closely monitored and precise. Testing would require testers to understand how to examine the entirety of the environment that the program will be run on. The testers would need to know how to monitor resources consumed and measure system response time.

## 3.3 Items to be Tested / Not Tested

|  |  |  |  |
| --- | --- | --- | --- |
| **Item to Test** | **Test Description** | **Test Date** | **Responsibility** |
| **Peak Operation**  **(load)** | **Large quantities of data (music files) will be queued. Process will be repeated using various load levels to obtain upper threshold of operation.**  **(Tests will be repeated.)** | **12.24.12**  **to**  **01.31.13** | **Eric Caron** |
| **System Failure**  **(stress)** | **Large quantities of data (music files) will be queued. Process will be repeated until system failure.**  **(Tests will be repeated.)** | **12.24.12**  **to**  **01.31.13** | **Shun Mok Bhark** |
| **Resource**  **Consumption**  **(load)** | **Multiple instances of the program will be used with varying amounts of data. Resources will monitor response times for each system.** | **12.24.12**  **to**  **01.31.13** | **Eric Caron** |

## 3.4 Test Approach

Both stress and load testing require approaches that test the program under abnormal circumstances, rather than testing when the program would behave in what could be considered “correctly” under normal program use and behavior.

Stress testing would require close monitoring of consumed resources, including CPU, internal memory, and external disk space. The amount of resources will be recorded as more data is fed into the system. This process will be repeated until the system results in a failure. The recovery will be analyzed and recorded.

Load testing could be approached by opening multiple instances of the program and feeding large amounts of data into all of them. The time for each of the system to respond will be recorded. Additionally, another instance of the program may be opened with a smaller set of data and the reaction time for that instance could be compared to the other instances that demanded more resources. The goal of load testing will be to obtain the upper threshold for which the program is still operational.

## 3.5 Entry / Exit Criteria

Testing for stress and load can both occur towards the end of the development cycle. They would both require repeated runs of the tests to ensure precision in resources and recovery data gathered. Once the results prove to be consistent, testing can be concluded.

## 3.6 Pass / Fail Criteria

For stress testing, the tests would be considered as passed if the system could recover gracefully and could be restored back to the previous state (may/may not be possible). The test would fail if the system failed and could not recover, assuming recovery features were implemented. Otherwise, the test would be marked neutral, with the test case containing the largest amount of data marked as the most relevant test case (each test case is run multiple times).

For load testing, the tests would pass if no bugs, including memory management bugs, memory leaks, buffer overflows, etc. were uncovered despite running the program at above normal or peak performance. The tests would fail otherwise.

## 3.7 Deliverables

Detailed reports with the amount of data and resources used, including charts to provide a better visual of the results. The results of the recovery would also be described in the stress testing report. Any bugs found would also be described with the steps taken that produced that bug.
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# 4 Compatibility Testing

## 4.1 Risks / Issues

Compatibility testing requires access and familiarity with the variety of operating systems out there in the market. This could include testing all editions of WIndows, MacOSX, and Linux. By doing market research ahead of time its possible to figure out what are the most popular operating systems and target the compatibility testing to those specific operating systems.

## 4.2 Environmental / Training Needs

For this test a variety of operating systems will be needed. Those would include the systems found to be popular when research was performed. Those operating system would include: Windows (XP and above), Mac OS X (10.5 and above), and Linux (Redhat and Ubuntu). Proficiency with the operating system as well as your systems command line interface is also needed. Knowledge of software installation will also needed to install the application. That information can be found at <http://beets.readthedocs.org/en/1.0b15/guides/main.html>.

## 4.3 Items to be Tested / Not Tested

The items to be tested include the successful install and use of beets on the given system.

|  |  |  |  |
| --- | --- | --- | --- |
| **Item to Test** | **Test Description** | **Test Date** | **Responsibility** |
| **Windows Install**  **(XP and above)** | **Check to see for successful Installation and ability to run** | **12/24/12 - 1/07/13** | **Chris N** |
| **Mac OS X Install**  **(10.5 and above)** | **Check to see for successful Installation and ability to run** | **12/24/12 - 1/07/13** | **Chris N** |
| **Linux Install**  **(Red hat and Ubuntu)** | **Check to see for successful Installation and ability to run** | **12/24/12 - 1/07/13** | **Chris N** |

## 4.4 Test Approach

Since compatibility testing requires a working knowledge of WIndows, MacOSX, and Linux, It is suggested that installation of software onto those operating systems are known. Once that information is known, testing can begin.

For each of the tests installation instructions are needed. Those can be found at <http://beets.readthedocs.org/en/latest/guides/main.html>. Once the installation instructions are understood, and attempt at installation will be performed on each operating system.

## 4.5 Entry / Exit Criteria

In order for testing to begin you must a a stable version of the software. The software must also be packaged so installation is possible. Testing is complete when that version is able to successfully install and run on the targeted operating system.

## 4.6 Pass / Fail Criteria

For a successful test the software must be able to install and run on the operating system. If the software is unable to install or run that would be considered a failure.

## 4.7 Deliverables

A spreadsheet on the installation outcome for each of the operating systems being tested. This spreadsheet would include whether the software was able to be installed onto the system successfully or not. Also on the spreadsheet would be an average time on how long the installation process took. The time is important for refining the installation process for the future.
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# 5 Mutation & Coverage Testing

## 5.1 Risks / Issues

With several versions of python and several testing frameworks, setting up a stable testing environment may not be a straightforward process. In the event that the tester cannot run the tests, the team will work together to set up the environment, and the developer may be contacted for information about the development environment.

## 5.2 Environmental / Training Needs

Coverage testing will use coverage.py. Mutation testing will require software such as PyMuTester or MutPy. After these are installed, execution is simple, but the tester may need a small amount of time to analyze their output to discern how it is useful.

## 5.3 Items to be Tested / Not Tested

|  |  |  |  |
| --- | --- | --- | --- |
| **Item to Test** | **Test Description** | **Test Date** | **Responsibility** |
| **Existing unit tests** | **Determine the current coverage and strength of the test suite** | **12/24/12 - 1/1/13** | **David** |
| **Additional unit tests** | **Determine the coverage and strength of the test suite when augmented by this team** | **1/1/13 - 1/14/13** | **David** |

## 5.4 Test Approach

Coverage and Mutation tests will be run on all existing unit tests and the results documented to reveal problem areas in the tests in addition to the product. These tests will be run again after extra unit tests have been added and existing ones modified.

## 5.5 Entry / Exit Criteria

Testing of the current project can begin immediately. These initial tests are finished when they produce quantifications of the current coverage of the test suite and how many mutants are killed (and which ones remain). Then, testing will resume using an updated test suite once all new unit tests have been implemented. The exit criteria are the same as the first time.

## 5.6 Pass / Fail Criteria

A test item fails the Coverage test if and only if it is not exercised within unit tests. An item fails the Mutation test if and only if unit tests fail to “kill” a “mutant” (the program doesn’t crash and no unit tests fail when a small error is injected into the code).

## 5.7 Deliverables

Coverage tests will result in summary charts describing how much code is covered by unit tests. It will also reveal exactly which code hasn’t been covered, though it may be impractical to document this detailed information. Mutation tests will result in summary charts describing the proportion of mutants killed by unit tests. It will also list each “live” mutant, and this list will be documented with the intention of specifically targeting and killing these mutants.

# 6 Unit Testing

## 6.1 Risks / Issues

As the primary code of the Beets is updating frequently there will be issues in creating new unit tests as our local repository may not be updated as frequently. In addition, code that existed before and which was included in the unit test may become obsolete further failing any unit tests involved. To mitigate this issues, talks with the developers will need to be scheduled for notification on any upcoming release of the beets system.

## 6.2 Environmental / Training Needs

A Linux VM with Python installed will be required to run the program and any unit tests. Creating unit tests in Python will be required and will be using the unittest (PyUnit) package. A music library will be required to run some unit tests requiring the use of a music track or library to perform the tests. Creating unit tests will require the Eclipse IDE with the PyDev plugin installed.

## 6.3 Items to be Tested / Not Tested

|  |  |  |  |
| --- | --- | --- | --- |
| **Item to Test** | **Test Description** | **Test Date** | **Responsibility** |
| Existing Unit Tests | Existing Unit Tests will be re-run to verify that it still passes or fails. If the tests fails then additional analysis will need to be performed to see if any refactoring will be required.  Once the refactoring is complete, it will be verified by the lead developer. | 1/1/2013-1/30/2013 | Shun Mok Bhark |
| New Unit Tests | New Unit Tests will be added if there are any missing unit tests. In addition, if there are any areas of the product code that lacks unit testing, new tests will be created to address the missing areas.  Any new unit tests created will be verified by the lead developer of the product to make sure that the tests the appropriate features or requirements. | 1/1/2013-1/30/2013 | Shun Mok Bhark |

## 

## 6.4 Test Approach

Currently, there are several unit tests which have already been coded by the developer of beets to test the system. The existing unit tests will need to be run again to make sure that it still passes and if there are any failures the unit tests be will be fixed to make it pass. If there are any failures in existing unit tests, a thorough analysis will need to be completed to see if it is due to the test code being outdated or if any new features were added to the product to fail the test execution.

After the existing test have been verified passing new unit tests will be created to fill in any missing unit tests or to test newly introduced features. The creation of the any new unit tests will require input from the developer to determine if it is necessary and tests the appropriate features.

## 6.5 Entry / Exit Criteria

The entry criteria for unit testing are:

* The system is up-to-date and stable.
* The system is fully complete with no major issues that may cause errors in testing.
* There is no major upcoming release that may hinder the unit test.
* Technical documentation of product is complete.

The exit criteria for unit testing are:

* All Unit Tests have passed.
* Documentation of each unit test is complete.
* Units Tests are well commented in code to provide ease of reading for future developers or testers.
* Any unused code or unused or unnecessary unit tests are removed.
* Unit Test are complete with respect to testing the requirements or features that are present in the requirements document or from a list provided by the developer(s).
* Any and all bugs found during testing are fixed.
* No critical or major bugs are found and left in the system.

## 6.6 Pass / Fail Criteria

A test case will be marked as pass if it matches the correct and expected output or value of the feature being tested. If it does not produce the correct output or value then the test case will be marked as a failure.

## 6.7 Deliverables

An overall spreadsheet will be created to document all unit tests with its description and purpose. Any failures and passes that occurred during unit testing will be recorded. All failed unit tests will have a section on what was done to resolve the failure to provide detailed documentation. A coverage report will also be provided how much coverage the unit testing covered actual product code.

# 7 Code Inspections

## 7.1 Risks / Issues

Code inspections require a minimum of 3-4 members of the team present to conduct the code reviews. The moderator has to work with the team to decide which classes are important enough to dedicate time and energy to conduct the reviews. The members participating in the reviews must have a decent amount of programming knowledge to understand parts of the code, including the logic behind it.

## 7.2 Environmental / Training Needs

The moderator has to ensure that all of the team members participating in the code review process knows which classes will be analyzed. Every team member has to have the information necessary to annotate and understand the code being reviewed prior to the date of the meeting. Members have to understand that the goal of the code inspections is not to find solutions to the bugs, but to find the bugs themselves.

## 7.3 Items to be Tested / Not Tested

|  |  |
| --- | --- |
| **Item to Test** | **Test Date** |
| beets/autotag/\_\_init\_\_.py | February 5, 2013 |
| beets/autotag/hooks.py | February 5, 2013 |
| beets/autotag/match.py | February 5, 2013 |
| beets/autotag/mb.py | February 5, 2013 |

|  |  |
| --- | --- |
| **Role** | **Name** |
| Moderator | Jenny Zhen |
| Scribe | Eric Caron |
| Reader | Chris Ketant |
| Tester | David Wilson |

## 

## 7.4 Test Approach

The moderator will distribute information needed for the members to prepare for the code inspections on the designated date for each class being tested. The expectations for what needs to be done to prepare for said inspections will be explained to each team member. Prior to the meeting, the members will read through the code and annotate any parts of the code that the members believes to be worthy of discussion. On the day of the code inspections, the moderator and the reader will lead the team through the code, section by section. Any bugs found will be discussed briefly to determine the severity of the bug before the scribe takes note of the class the code was in, the line numbers, and a brief description of the bug. After code inspections have been conducted for all bugs, the moderator will complete the task by logging all bugs into the bug tracker, FreeBugBase.

## 7.5 Entry / Exit Criteria

Testing begins after all members participating in code inspections have prepared for the reviews by annotating and understanding the code. All members should have thoughts and concerns brought up on the day of the meeting regarding anything they believe is a bug in the code.

Testing is complete after all members have gone through all of the classes required to be reviewed, and all problems from each member has been briefly discussed. Additionally, all bugs and their severity have been logged into the bug tracking system for further analysis by the Beets development and quality assurance team.

## 7.6 Pass / Fail Criteria

Anything that does not meet the requirements of what the code was intended to do is a bug, or a defect. These bugs are categorized by their severity, which may range from low, medium, to high. Each bug is also assigned a priority, but that is highly based on their severity. A bug is considered low severity if it is a typo or style issue. A bug that has a high possibility of breaking the overall system is definitely considered a high severity bug. Any bug that falls in the middle range, not just a typo, but not enough to cause a system failure, is considered a medium severity bug.

## 7.7 Deliverables

The entire process of the code inspections will be well-documented. All the bugs will be recorded in tables in the Testing Results document, based on their respective class, organized by line number. The severity and a brief description of the bugs will also be recorded in those tables. Additionally, all of the bugs will be logged into the bug tracking system so that all of the bugs found by the team will be in one location.
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# **Appendix A: References**

The following table summarizes the documents referenced in this document.

|  |  |  |
| --- | --- | --- |
| **Document** | **Description** | **Location** |
| Architecture | High level descriptions of core components and their interfaces | https://github.com/sampsyo/beets/wiki/Architecture |
| Testing | Wiki page describing how to run unit tests, and other information related to testing | https://github.com/sampsyo/beets/wiki/Testing |
| User Documentation | Guides for using the application | http://beets.readthedocs.org/en/latest/ |
|  |  |  |
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# **Appendix B: Key Terms**

The following table provides definitions for terms relevant to this document.

|  |  |
| --- | --- |
| **Term** | **Definition** |
| Mutant | a small error inserted into the program. The mutant is “killed” if the program crashes or it causes at least one unit test to fail. Otherwise it is “live.” |
|  |  |
|  |  |